Identifying Versions of Libraries used in Stack Overflow Code Snippets
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Abstract—Stack Overflow is a popular question and answer platform where developers share technical issues in the hope of receiving answers with potential solutions. The latter may include code snippets making use of library versions that have long since been succeeded by newer ones. Other developers finding such a snippet at a later point in time may be unaware of its outdatedness unless mentioned in a comment. Furthermore, it can be difficult to integrate the snippet without knowing the exact version of the library it is referencing. In this paper, we propose an automated approach to identifying ranges of Maven library versions that might have been used in a Java snippet on Stack Overflow. We use a prototype implementation of the approach to assess the overall outdatedness of Stack Overflow snippets with respect to the latest version of each referenced library available from Maven. We found a considerable number of snippets that use outdated library versions, which suggests that developers should be careful when adopting solutions from Stack Overflow.

Index Terms—Stack Overflow, software libraries, method calls, Maven

I. INTRODUCTION

The Stack Overflow question and answer platform has become part of many a developer’s toolbox [1]. It is used to share knowledge about technical issues in the form of code snippets that solve concrete problems. Referencing standard and third-party libraries, code snippets are seldom self-contained. Integrating code snippets in a software project therefore brings about the problem of identifying all referenced libraries, several versions of which might have evolved. Developers are therefore in need of an automated approach to identifying the exact versions of the referenced libraries that will complete the snippet.

In this paper, we propose an automated approach to identifying the versions of Maven libraries referenced in Java code snippets on Stack Overflow. The approach analyses the method calls in a snippet to compute a range of compatible library versions in which the called methods exist.

Tools that implement our approach not only facilitate integrating code snippets in software projects, but also provide insights about how outdated such a code snippet is. Indeed, older code snippets might reference API members that have been declared deprecated by newer versions of the library. While users can point out outdated solutions in comments, a recent study of comment-induced Stack Overflow updates by Soni et al. [2] found that snippet authors largely ignore them. As a result, many outdated snippets are never updated and thereby contribute to the spreading of misinformation, buggy code, or suboptimal solutions in general.

We therefore apply a prototype implementation of our approach on the snippets in the SOTorrent [3] dataset, and answer the following research questions:

\( RQ_1 \) Which library versions are used in SO code snippets? For each identified library in a snippet, we compute the range of compatible library versions and report on the range’s proportion to all versions that have been released.

\( RQ_2 \) How outdated are the libraries referenced in SO code snippets? We consider the boundaries of each library version range, and study how outdated the snippet would be when it is completed with these versions.

II. RELATED WORK

Empirical software engineering research on Stack Overflow has grown along with the popularity of the question and answer platform. For example, Abric et al. [4] studied the fate of duplicate questions on Stack Overflow. Although duplicate questions are found to stem more likely from junior developers, they also receive answers that are different from those to the original question and hence provide additional insights. Zhang et al. [5] studied what users discuss in comments, and analysed the commenting dynamics on questions and answers. One of their findings is that the majority of comments are made after an answer has already been accepted. Soni et al. [2] explored how comments affect answer updates on Stack Overflow. They found that a large number of answers on Stack Overflow are never updated in spite of comments that warrant an update. Nikolaidis et al. [6] identified pieces of code in software projects that match the code provided in a Stack Overflow answer, and studied their effect on each project’s technical debt. Ragkhitwetsagul et al. [7] detected code clones between the Qualitas project corpus [8] and Stack Overflow code snippets. They found 153 clones that have been copied from the Qualitas corpus into a Stack Overflow code snippet, 100 (66%) of which were outdated, and 10 of which were buggy and harmful for reuse. They also conducted a survey with 201 authors of Stack Overflow answers in which they found that 131 participants (65%) have ever been notified of outdated code and 26 (20%) rarely or never fix the code.
III. APPROACH AND DATASET

We use the SOTorrent dataset [3] as our source of Stack Overflow code snippets, the libraries.io dataset [9] as our source of library version information, and the Maven central repository\(^1\) as our source of JAR files for library versions. These data sources are depicted in Figure 1, along with the necessary data processing and cleaning which we detail below.

A. Data extraction and cleaning

Data extraction and cleaning proceeded as follows:

1. Extracting code snippets: Using the SOTorrent dataset of January 24\(^{th}\) 2020\(^2\), we selected the answers related to the Java programming language by retaining those answers with a parent question tagged with `<java>`. Our approach relies on `import` statements to identify which library is used in a code snippet. We therefore also filtered out code snippets without any import statement and kept the others to be analysed in subsequent steps.

2. Identifying libraries: Using the libraries.io dataset [9] of January 12\(^{th}\) 2020, we extracted all library names with their versions and the date of release. For each library, we downloaded the JAR file of its latest release and extracted the fully qualified names of their classes (i.e., package path followed by the simple name).

3. Selecting code snippets: Based on the data from step 2, we identified all Stack Overflow code snippets that have at least one import statement referencing the pre-identified library classes. From each Stack Overflow post we selected only one code snippet, i.e., the snippet of the answer with the most votes. We found that there are 6,419 libraries.io-indexed libraries that have at least one library import on Stack Overflow. These library imports are distributed across 19,444 unique answers.

4. Extracting library methods: To identify the versions of a library that might have been used in a code snippet, we downloaded the JAR files of all versions of all libraries that we identified in step 3. This resulted in 50,574 JAR files from the Maven central repository. For each JAR file (and hence library version), we use the `japicmp`\(^3\) tool to extract all library method names along with the names of their hosting classes and their number of parameters. From all library versions, we extracted 324,944 classes and 9,420,408 unique methods. We found that only 5,545 (1.7%) of the extracted classes are explicitly imported into one or more Stack Overflow code snippets.

Table I summarises the resulting dataset of method calls and import statements extracted from code snippets.

5. Extracting method calls: Our approach uses the method calls in a snippet to identify the compatible version ranges of a library. While exploring the dataset obtained in step 4, we noticed that there are many import statements that can refer to more than one library. In fact, considering the whole dataset we surprisingly found, a considerable proportion of libraries that shares the same fully qualified class names (i.e., 20.2% of all classes can be found multiple times in 74.3% of all libraries). In many of those cases, the libraries appear to be forks or copies of other libraries. For example, the class name `com.google.common.primitives.Floats` can be found in 46 libraries. One of these libraries is `org.hudsonci.lib.guava:guava`\(^4\), clearly stating in its description that it is a fork of Guava 14.0.1 for Hudson. Filtering these ambiguous methods out led us to remove 75.8% of the method calls extracted from the code snippets. Furthermore, we found that there are many libraries having their package paths starting with the prefix “java” or “javax”, both of which are used by the Java standard library. In order to enable identifying the exact libraries that are used within the snippets, we therefore filtered out all methods belonging to classes imported through ambiguous import statements. Next, we filtered out all method calls for which we could not find a matching method (using their name and number of parameters) among the methods of the JAR files extracted in the previous step. From 86,834 method calls initially extracted, the filtering only retained 7,577. These method calls belong to 435 unique Maven libraries and are distributed across 1,760 Stack Overflow answers. These libraries are used 1,901 times (i.e., a library might be used in multiple snippets and a snippet might have multiple libraries). Table II depicts descriptive results of the final dataset of method calls used to identify library versions in Stack Overflow code snippets.

<table>
<thead>
<tr>
<th>Unique libraries</th>
<th>Imports</th>
<th>Method calls</th>
<th>Snippets</th>
</tr>
</thead>
<tbody>
<tr>
<td>6,419</td>
<td>46,924</td>
<td>86,834</td>
<td>19,444</td>
</tr>
</tbody>
</table>

TABLE II

<table>
<thead>
<tr>
<th>Unique libraries</th>
<th>Library usages</th>
<th>Imports</th>
<th>Methods</th>
<th>Snippets</th>
</tr>
</thead>
<tbody>
<tr>
<td>435</td>
<td>1,901</td>
<td>4,313</td>
<td>7,577</td>
<td>1,760</td>
</tr>
</tbody>
</table>

B. Identifying library versions

Armed with the data extracted above, it is straightforward to identify the library versions that are compatible with a method call within a snippet that contains an import statement for its hosting class. As a snippet may have several import statements and method calls, we identify these ranges for each method call separately and take the intersection of the ranges in which all library methods called from the code snippet exist. This further improves the accuracy for a given Stack Overflow snippet and library.

IV. EMPIRICAL RESULTS

We now present the results for each research question by means of visualisations and statistics. To enable reproducibility of our work, we provide a publicly available replication package including the dataset and all code\(^5\).

\(^1\)https://mvnrepository.com
\(^2\)https://zenodo.org/record/3627636
\(^3\)https://siom79.github.io/japicmp/
\(^4\)https://mvnrepository.com/artifact/org.hudsonci.lib.guava/guava
\(^5\)https://doi.org/10.5281/zenodo.4568743
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Fig. 1. Process of data extraction and filtering from different sources of information.

RQ1: Which library versions are used in SO code snippets?

The goal of this research question is to identify the range of library versions that a method call in a code snippet is compatible with. For each method call extracted from Stack Overflow snippets, we identified the library to which it belongs, and then we identified the versions where such a method is part of the public interface of the library. From a starting number of 7,577 method calls, we only found 1,507 (19.9% of all methods) that have not existed in every released version of their libraries. The remaining library methods (79.1%) exist in all versions, and thus we cannot say anything meaningful about the used versions in these cases as the used methods could be taken from any version in the library history.

The method calls in our dataset belong to 1,901 not unique libraries. Excluding the calls to methods that exist in every library version, we found that the remainder belongs only to 447 libraries which represents 23.5% of the initial sample. These libraries are used in 417 code snippets. For these calls, we could identify an actual range of compatible library versions. Figure 2 depicts a histogram of the number of libraries and their corresponding proportion of identified versions.

Finding: Using our approach we could identify library version ranges for 19.9% of the method calls extracted from Stack Overflow. We found 76.5% of the studied libraries have methods that exist in all versions.

RQ2: How outdated are the libraries referenced in SO code snippets?

Through this research question, we want to assess how much of a problem outdated library usage poses on Stack Overflow. We only focus on the 447 libraries identified in RQ1, i.e., libraries that are used in code snippets with method calls not present in every version of their library.

Every identified range of possible versions has two end points, the first version and the last version in the range.

Finding: Without considering the date when the answers were created, we found that their code snippets make use of outdated libraries, missing many recent releases.
In $RQ_2$ we verified whether the used libraries are outdated. We focused only on the code snippets that have method calls belonging to some specific library versions. We found some libraries that even in their best case scenario, are still outdated missing many recent releases. We also found code snippets having outdated libraries at their last modification date. This shows that our current approach can lead to useful insights about the outdatedness of libraries in Stack Overflow code snippets mitigating the risk of having break changes, bugs and security vulnerabilities. These findings also indicate that developers should be aware that there is a high chance that the code snippet they are copying from Stack Overflow is making use of outdated libraries.

VI. THREATS TO VALIDITY

Our study only considered Java code snippets in Stack Overflow answers and Java libraries hosted on Maven. It is possible that some of the used libraries are not hosted in Maven. Thus, it might be possible that we missed some library usages. Furthermore, our results cannot be generalised to other libraries outside Maven or code written in other programming languages. Our approach, however, can be transposed to other library repositories and programming languages.

To enumerate candidates for the libraries that might have been used in Stack Overflow code snippets, our prototype relies on import statements and on the fully qualified names of library classes as they exist in the latest available version on Maven. It is possible that we missed some class names that were available in older versions but do not exist anymore in the latest versions.

To match the used methods in code snippets with methods in library versions on Maven, we relied on the method name, its host class, and the number of parameters it takes. We do not consider the types of parameters because we cannot identify all parameters’ types from the code snippets. This can affect our results since there could be multiple matches for a call in case the corresponding method is overloaded with the same number of parameters, but with different types.

VII. CONCLUSION

Stack Overflow is a widely known question and answer platform for developers, but it is not without its limitations. One of its limitations is the lack of tool-supported means for finding and flagging deprecated and outdated solutions. In this paper, we proposed an automated approach for identifying versions of Maven libraries used in Java code snippets. Using this approach, we could assess the outdatedness of such library usage and found a considerable number of Stack Overflow code snippets relying on outdated library versions. Our results suggest that developers should be wary of outdated library usage when adopting examples from Stack Overflow answers in their software projects.
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