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Search-based approaches have been applied to a variety of
white-box testing activities [1], among which test case and
data generation [2]. In white-box testing, most of the existing
work has focused on the unit level, where the goal is to
generate test cases/suites that achieve high structural (e.g.,
branch) coverage. Prior work has shown that search-based
unit test generation can achieve high code coverage [3]–[5],
detect real-bugs [6], [7], and help developers during debugging
activities [8].

Despite these undeniable advantages, in recent years, re-
searchers have investigated the imitations of the generated unit
tests [7], [9], [10]. Prior studies have questioned the effective-
ness of the generated unit tests with high code coverage in
terms of their capability to detect real faults or to kill mutants
when using mutation coverage. For example, Gay et al. [9]
have highlighted how traditional code coverage could be a
poor indicator of test effectiveness (in terms of fault detection
rate and mutation score). In particular, traditional unit-level
adequacy criteria measure only whether certain code elements
are reached, but not how each element is covered. The quality
of the test data and the paths from the covered element to the
assertion play an essential role for better test effectiveness. As
such, they have advocated the need for more reliable adequacy
criteria for test case generation tools.

In this presentation, we discuss how the integration code
between coupled classes can be used as guidance for the test
generation process. The idea is that, by exercising the behavior
of a class under test E (the calleE) through another class R
(the calleR) calling its methods, R will handle the creation of
complex parameter values and exercise valid usages of E. In
order words, the caller R might contain integration code that
(1) enables to create better test data for the callee E, and (2)
allows to better validate the data returned by E.

Integration testing can be approached from many different
angles [11], [12]. In our case, we focus on class integration
testing between a caller and a callee [13]. Our idea is to com-
plement unit test generation for a class under test by looking
at its integration with other classes. To that end, we define a
novel structural adequacy criterion we call Coupled Branches
Coverage (CBC), targeting specific integration points between
two classes. Coupled branches are pairs of branches 〈r, e〉,
with r a branch of the caller, and e a branch of the callee, such
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that an integration test that exercises branch r also exercises
branch e. Furthermore, we devise a search-based approach
that generates integration-level test suites, based on the CBC
criterion. We coin our approach CLING (for class integration
testing).

According to our preliminary results, on average, CLING
allows killing 10% of mutants per class that cannot be detected
by unit tests generated with EVOSUITE for both the caller and
the callee. The improvements in mutation score are even up
to 60% for certain classes.
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